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Abstract—With increasing appliances at home and industries, 

the necessity to accommodate hundreds and thousands of sensors 

for successful automation is of great prominence in the field of 

M2M communication. The MQTT protocol capable of handling 

sensor traffic under low bandwidth and constrained network 

conditions are extensively used to improve automated systems. 

This paper discusses regarding the survey of MQTT protocol on 

low resourced embedded network elements such as sensor node 

and sensor network node gateway.  Dealing with IoT (internet of 

things), data  collection is the primary objective and this is done 

through wireless sensor node network and the gateways, these 

operate on low processing speed footprints and low bandwidth 

wireless communication channels, even the gateways which are 

used as servers ought to be cost effective. 

 
Index Terms—M2M communication, IoT, MQTT 

I. INTRODUCTION 

Message Queue Telemetry Transport (MQTT) is an open 

Machine-to-Machine (M2M) protocol, that has been invented 

in 1999, and that has become an OASIS standard [1]. MQTT is 

a lightweight event and message oriented protocol allowing 

devices to asynchronously and efficiently communicate across 

constrained networks to remote systems. MQTT is now 

becoming one of the standard protocols for the Internet of 

Things (IoT). 

MQTT is one of the oldest M2M communication protocols, 

which was introduced in 1999. It was developed by Andy 

Stanford-Clark of IBM and Arlen Nipper of Arcom Control 

Systems Ltd (Eurotech). It is a publish /subscribe messaging 

protocol designed for lightweight M2M communications in 

constrained networks. MQTT client publishes messages to an 

MQTT broker, which are subscribed by other clients or may be 

retained for the future subscription. Every message is published 

to an address, known as a topic. Clients can subscribe to 

multiple topics and receives every message published to the 

each topic. MQTT is a binary protocol and normally requires 

fixed header of 2-bytes with small message payloads up to 

maximum size of 256 MB. It uses TCP as a transport protocol 

and TLS/SSL for security. Thus, communication between client 

and broker is a connection oriented. 

Another great feature of MQTT is its three levels of Quality 

of Service (QoS) for reliable delivery of messages. MQTT is 

most suitable for large networks of small devices that need to 

be monitored or controlled from a back-end server on the  

 

Internet. It is neither designed for device-to-device transfer nor 

for multicast data to many receivers [2]. 

It is a very basic messaging protocol offering only a few 

control options. MQTT works mainly as a pipe for binary data 

and provides a flexibility in communication patterns. It is 

designed to provide publish-subscribe messaging protocol with 

most possible minimal bandwidth requirements. MQTT uses 

Transmission Control Protocol (TCP) for transport. MQTT is 

an open standard, giving a mechanisms to asynchronous 

communication, have a range of implementations, and it is 

working on IP [2]. 

A. Basic Concepts of MQTT 

The MQTT protocol is built upon several basic concepts, all 

aimed at assuring message delivery while keeping the messages 

themselves as lightweight as possible. 

 

1) Publish/subscribe 

The MQTT protocol is based on the principle of publishing 

messages and subscribing to topics, which is typically referred 

to as a publish/subscribe model. Clients can subscribe to topics 

that pertain to them and thereby receive whatever messages are 

published to those topics. Alternatively, clients can publish 

messages to topics, thus making them available to all 

subscribers to those topics. 

2) Topics and subscriptions 

Messages in MQTT are published to topics, which can be 

thought of as subject areas. Clients, in turn, sign up to receive 

particular messages by subscribing to a topic. Subscriptions can 

be explicit, which limits the messages that are received to the 

specific topic at hand or can use wildcard designators, such as 

a number sign (#) to receive messages for a variety of related 

topics. 

3) Quality of service levels 

MQTT defines three quality of service (QoS) levels for 

message delivery, with each level designating a higher level of 

effort by the server to ensure that the message gets delivered. 

Higher QoS levels ensure more reliable message delivery but 

might consume more network bandwidth or subject the 

message to delays due to issues such as latency. 

4) Retained messages 

With MQTT, the server keeps the message even after sending 

it to all current subscribers. If a new subscription is submitted 
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for the same topic, any retained messages are then sent to the 

new subscribing client. 

B. Message Types 

1) Connect 

 Waits for a connection to be established with the server and 

creates a link between the nodes. 

2) Disconnect 

Waits for the MQTT client to finish any work it must do, and 

for the TCP/IP session to disconnect. 

3) Publish 

Returns immediately to the application thread after passing 

the request to the MQTT client. 

C. Architecture of MQTT 

MQTT uses the client/server model. Every device that is 

connected to a server, using TCP known as (broker) message in 

MQTT is a discrete chunk of data and it is ambiguous for the 

broker. Therefore, MQTT is a message oriented protocol. The 

address that the message published to it is called topic. The 

device may subscribe to more than one topics, and it receives 

all messages that are published to these topics [5]. 

 

 
Fig. 1.  MQTT architecture 

 

MQTT architecture contains three components. Those are a 

publisher, a broker, and a subscriber. The device that is 

interested in a specific topics registers on it as a subscriber to 

be informed when the publishers publishing his topics by the 

broker. The publisher transfers the information to the 

subscribers via the broker (i.e. the interested entities). It is 

working as a generator of interested data, then, the authorization 

of the subscribers and the publishers are checked by the broker 

to realize the associated security issues. 

MQTT Client: MQTT client may be any of IoT object that 

sends or receive data, not just devices. Any device can be a 

client (e,g, microcontroller, the server). The MQTT client type 

depends on its role in the system whether it is a subscriber or a 

publisher. 

MQTT Broker: The broker is a central device between the 

spoke model and the mentioned hub. The main MQTT broker 

responsibilities are processing the communication between 

MQTT clients and distributing the messages between them 

based on their interested topics. The broker can deal with 

thousands of connected devices at the same time. Upon 

receiving the message, the broker must search and find all the 

devices that own a subscription to this topic. 

II. RELATED WORKS 

Kai-Hung Liao et. al. [3] implemented an IPv6 over BLE 

experimental environment based on Raspberry Pi 3 

development boards, and run light-weight application-layer 

protocols including MQTT and MQTT-SN on top of that. With 

MQTT/MQTT-SN, BLE nodes are able to capture the sensor 

data and push them to the broker using MQTT-SN. Then built 

a web server which subscribes to the sensor data, so the real-

time sensor data can be displayed via web browsers. 

Nitin Naik [4] it presents a further in-depth and relative 

analysis of these four messaging protocols for IoT systems: 

MQTT, CoAP, AMQP and HTTP. It critically analyses the two 

closely associated criteria to provide corresponding strengths 

and limitations of each messaging protocol. These messaging 

protocols are very extensive and different from each other 

because they have been evolved through different processes and 

needs. Also, their precise and relative comparisons depend on 

the types of IoT systems, devices, resources, applications, and 

specific conditions and requirements of the system. 

Riccardo Venanzi et al[5]  the node discovery process in IoT-

fog environments by briefly presenting the application layer 

protocols in IoT, and re-visited our previously proposed 

MQTT-driven node discovery protocols (PEND and SPEND) 

to investigate the impact of the dynamicity of the advertiser 

nodes (BLE-A) on the device discovery success and the 

sustainability of the battery-powered IoT nodes. 

Joshua Velez et al [6] MQTT is still in the process of being 

proposed and accepted into the IEEE 1451 Family of standards, 

but steps towards it being accepted are still being made. A 

working implementation has been created and proves that it can 

be functional and beneficial in the 1451 Family of Standards. 

There are many features and solutions that MQTT can provide 

to the family to expand its horizons and allow for new 

opportunities for systems of the family. MQTT provides a 

whole new messaging protocol in it’s publish/subscribe 

messaging protocol and allows for a whole other level of 

lightweight systems to be adapted. 

III. FEATURES OF MQTT 

A. Features 

 A publish/subscribe messaging model that facilitates one-

to-many distribution.  The sending applications or devices 

do not need to know anything about the receiver, not even 

its address. 

 Ideal for constrained networks (low bandwidth, high 

latency, data limits, fragile connections).  MQTT message 

headers are kept as small as possible; the fixed header is 

just 2 bytes. It’s on demand, push-style message 
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distribution keeps network utilization low.  

 Multiple service levels allows flexibility in handling 

different types of messages. Developers can designate that 

messages will be delivered “at most once”, “at least once”, 

or “exactly once”.  

 Designed specifically for remote devices with little 

memory or processing power.  Minimal headers, a small 

client footprint and limited reliance on libraries make 

MQTT ideal for constrained devices.  

 Easy to use and implement with a simple set of command 

messages. Many applications of MQTT can be 

accomplished using just CONNECT, PUBLISH, 

SUBSCRIBE and DISCONNECT.  

 Built-in support for loss of contact between client and 

server.  The server is informed when a client connection 

breaks abnormally, allowing the message to be re-sent or 

preserved for later delivery.   

 MQTT uses a single TCP/IP port connection from client to 

server. This allows easier firewall and security 

implementation. 

B. Quality of Services 

The quality of service of a publication forwarded to a 

subscriber might be different to the quality of service of the 

publication. The lower of the two values is used to forward a 

publication. 

At most once (QoS=0 ) 

 The message is delivered at most once, or it is not delivered 

at all. Its delivery across the network is not acknowledged. 

 The message is not stored. The message might be lost if the 

client is disconnected, or if the server fails. 

 QoS=0 is the fastest mode of transfer. It is sometimes 

called "fire and forget". 

 The MQTT protocol does not require servers to forward 

publications at QoS=0 to a client. If the client is 

disconnected at the time the server receives the publication, 

the publication might be discarded, depending on the 

server. 

At least once (QoS=1) 

 QoS=1 is the default mode of transfer. 

 The message is always delivered at least once. If the sender 

does not receive an acknowledgment, the message is sent 

again with the DUP flag set until an acknowledgment is 

received. As a result, the receiver can be sent the same 

message multiple times, and might process it multiple 

times. 

 The message must be stored locally at the sender and the 

receiver until it is processed. 

 The message is deleted from the receiver after it has 

processed the message. If the receiver is a broker, the 

message is published to its subscribers. If the receiver is a 

client, the message is delivered to the subscriber 

application. After the message is deleted, the receiver sends 

an acknowledgment to the sender. 

 The message is deleted from the sender after it has received 

an acknowledgment from the receiver. 

Exactly once (QoS=2) 

 The message is always delivered exactly once. 

 The message must be stored locally at the sender and the 

receiver until it is processed. 

 QoS=2 is the safest, but slowest mode of transfer. It takes 

at least two pairs of transmissions between the sender and 

receiver before the message is deleted from the sender. The 

message can be processed at the receiver after the first 

transmission. 

 In the first pair of transmissions, the sender transmits the 

message and gets acknowledgment from the receiver that 

it has stored the message. If the sender does not receive an 

acknowledgment, the message is sent again with the DUP 

flag set until an acknowledgment is received. 

 In the second pair of transmissions, the sender tells the 

receiver that it can complete processing the message, 

PUBREL. If the sender does not receive an 

acknowledgment of the PUBREL message, the PUBREL 

message is sent again until an acknowledgment is received. 

The sender deletes the message it saved when it receives 

the acknowledgment to the PUBREL message 

 The receiver can process the message in the first or second 

phases, provided that it does not reprocess the message. If 

the receiver is a broker, it publishes the message to 

subscribers. If the receiver is a client, it delivers the 

message to the subscriber application. The receiver sends a 

completion message back to the sender that it has finished 

processing the message. 

C. Header Format 

 
Fig. 2.  Header format 

 

 MQTT messages contain a mandatory fixed-length header 

(2 bytes) and an optional message-specific variable length 

header and message payload. 

 Optional fields usually complicate protocol processing. 

 However, MQTT is optimized for bandwidth constrained 

and unreliable networks (typically wireless networks), so 

optional fields are used to reduce data transmissions as 

much as possible. MQTT uses network byte and bit 

ordering. 

IV. CONCLUSION 

This paper presents the review of the Message Queuing 

Telemetry Transport (MQTT) protocol. MQTT is the protocol 
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built for M2M and IoT which is used to provide new and 

revolutionary performance.  It opens new areas for messaging 

use cases for billions of things connected through the Internet. 

As MQTT specializes in low-bandwidth, high-latency 

environments, it is considered to be an ideal protocol for 

machine-to-machine (M2M) communication. The MQTT 

design makes it appealing for the exponential emerging Internet 

of Things (IoT) market.                   
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